**ObjectAnimator Состояния анимации**

[Методы анимации](http://developer.alexanderklimov.ru/android/animation/objectanimator4.php#methods)  
[Слушатели](http://developer.alexanderklimov.ru/android/animation/objectanimator4.php#listeners)

Класс **Animator** появился относительно недавно, а в API 19 в него были добавлены новые методы.

**Методы анимации**

Класс удобен тем, что у него есть готовые методы для старта, паузы, продолжения, окончания и отмены анимации. И пользоваться ими просто. И имена у них говорящие.

* Animator.start()
* Animator.end()
* Animator.cancel()
* Animator.pause() (API 19)
* Animator.resume() (API 19)

Стоит задержаться на небольшой разнице между методами **cancel()** и **end()**. Допустим у нас вращается картинка. Отмена анимации (**cancel()**) останавливает картинку в той позиции, в которой она находилась, например, повёрнутой на 56 градусов. Метод **end()** принудительно переводить картинку в конечную точку анимации.

Метод **pause()** вызывает тот же визуальный эффект, что и **cancel()**, но при следующем вызове метода **resume()** анимация начнётся не с начала, а продолжит работу. В этом заключается приятная дополнительная возможность, добавленная в API 19.

Подготовим разметку с картинкой и пятью кнопками для вызова каждого метода.

<RelativeLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:tools="http://schemas.android.com/tools"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:paddingLeft="@dimen/activity\_horizontal\_margin"

android:paddingRight="@dimen/activity\_horizontal\_margin"

android:paddingTop="@dimen/activity\_vertical\_margin"

android:paddingBottom="@dimen/activity\_vertical\_margin"

tools:context=".MainActivity">

<ImageView

android:id="@+id/some\_image"

android:layout\_width="150dp"

android:layout\_height="150dp"

android:layout\_alignParentTop="true"

android:layout\_centerHorizontal="true"

android:layout\_marginTop="20dp"

android:src="@drawable/android\_cat" />

<LinearLayout

android:id="@+id/status\_display"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:layout\_below="@id/some\_image"

android:layout\_centerHorizontal="true"

android:layout\_marginBottom="20dp"

android:orientation="vertical">

<TextView

android:id="@+id/status\_is\_started"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content" />

<TextView

android:id="@+id/status\_is\_running"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content" />

<TextView

android:id="@+id/status\_is\_paused"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content" />

</LinearLayout>

<LinearLayout

android:id="@+id/button\_row1"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:layout\_below="@id/status\_display"

android:layout\_centerHorizontal="true"

android:layout\_marginBottom="20dp">

<Button

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:onClick="startAnimation"

android:text="Start" />

<Button

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:onClick="endAnimation"

android:text="End" />

<Button

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:onClick="cancelAnimation"

android:text="Cancel" />

</LinearLayout>

<LinearLayout

android:id="@+id/button\_row2"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:layout\_below="@id/button\_row1"

android:layout\_centerHorizontal="true"

android:layout\_marginBottom="20dp">

<Button

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:onClick="pauseAnimation"

android:text="Pause" />

<Button

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:onClick="resumeAnimation"

android:text="Resume" />

</LinearLayout>

</RelativeLayout>

В классе объявим переменную для **ObjectAnimator** и создадим анимацию вращения картинки пять раз на 360 градусов. Для каждой кнопки свой метод.

package ru.alexanderklimov.animatordemo;

import android.animation.ObjectAnimator;

import android.support.v7.app.ActionBarActivity;

import android.os.Bundle;

import android.view.Menu;

import android.view.MenuItem;

import android.view.View;

import android.widget.ImageView;

public class MainActivity extends ActionBarActivity {

private ObjectAnimator mAnimator;

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

ImageView imageView = (ImageView) findViewById(R.id.some\_image);

mAnimator = ObjectAnimator.ofFloat(imageView, "rotation", 0, 360);

mAnimator.setDuration(1000);

mAnimator.setRepeatCount(5);

mAnimator.setRepeatMode(ObjectAnimator.RESTART);

}

public void startAnimation(View view) {

mAnimator.start();

}

public void endAnimation(View view) {

mAnimator.end();

}

public void cancelAnimation(View view) {

mAnimator.cancel();

}

public void pauseAnimation(View view) {

mAnimator.pause();

}

public void resumeAnimation(View view) {

mAnimator.resume();

}

}

Запустив программу, вы можете включать анимацию и проверять, как работают методы. Всё достаточно прозрачно.

Также вы можете отслеживать статус анимации через методы, возвращающие **true** или **false**:

* **isStarted()** (API 14)
* **isRunning()**
* **isPaused()** (API 19)

Метод **isStarted()** возвращает **true**, когда анимация запущена, но не закончена или отменена.

Метод **isRunning()** возвращает **true**, когда анимация действительно совершается. В этом его отличие от **isStarted()**, которая вернёт **true**, даже если в анимации заложена задержка и объект ещё не начал двигаться.

Метод **isPaused()** возвращает **true**, когда анимация стоит на паузе, в остальное время возвращается **false**.

Чтобы увидеть их работу, добавим новые переменные для текстовых полей.

private TextView isStartedTextView;

private TextView isRunningTextView;

private TextView isPausedTextView;

// onCreate()

isStartedTextView = (TextView) findViewById(R.id.status\_is\_started);

isRunningTextView = (TextView) findViewById(R.id.status\_is\_running);

isPausedTextView = (TextView) findViewById(R.id.status\_is\_paused);

public void setStatusTexts() {

isStartedTextView.setText("isStarted = " + mAnimator.isStarted());

isRunningTextView.setText("isRunning = " + mAnimator.isRunning());

isPausedTextView.setText("isPaused = " + mAnimator.isPaused());

}

В каждый из пяти созданных нами ранее методов добавим вызов метода **setStatusTexts()**.

public void startAnimation(View view) {

mAnimator.start();

setStatusTexts();

}

![ObjectAnimator](data:image/png;base64,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)

**Слушатели**

Для мониторинга состояния анимации можно использовать интерфейс **Animator.AnimatorListener**, который реализует четыре метода

* **void onAnimationStart(Animator animation)**
* **void onAnimationRepeat(Animator animation)**
* **void onAnimationEnd(Animator animation)**
* **void onAnimationCancel(Animator animation)**

Регистрируется слушатель стандартным образом.

public void addListener(Animator.AnimatorListener listener)

По названию методы слушателя похожи на методы, которые мы изучили выше. Они связаны между собой.

Переработаем предыдущий пример и добавим слушателей. У всех методов, реагирующих на щелчки кнопок удалим вызов метода **setStatusTexts()**. Вместо этого в методе **onCreate()** зарегистрируем слушатель.

mAnimator.addListener(animatorListener);

В классе создадим слушатель со всеми его методами. Нам также понадобится дополнительный компонент **TextView**, в котором будем выводить информацию.

Animator.AnimatorListener animatorListener = new Animator.AnimatorListener() {

@Override

public void onAnimationStart(Animator animation) {

setStatusTexts();

listenerTextView.setText("started");

}

@Override

public void onAnimationEnd(Animator animation) {

setStatusTexts();

listenerTextView.setText(listenerTextView.getText() + " -- ended");

}

@Override

public void onAnimationCancel(Animator animation) {

setStatusTexts();

listenerTextView.setText("cancelled");

}

@Override

public void onAnimationRepeat(Animator animation) {

setStatusTexts();

listenerTextView.setText("repeating");

}

};

В API 19 был добавлен ещё один слушатель **AnimatorPauseListener** с двумя методами:

* **void onAnimationPause(Animator animation)**
* **void onAnimationResume(Animator animation)**

Регистрируется слушатель через метод **addPauseListener()**. Попробуйте самостоятельно добавить код для этого слушателя. Там всё тоже самое.

**Использованные материалы**
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